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## Цель работы.

Изучить, как работают прерывания. Написать собственное прерывание.

## Задание.

В соответствии с 8 вариантом шифр задания – 2a, где

2 – 60h – прерывание пользователя – должно генерироваться в программе;

a – выполнить вывод сообщения на экран заданное число раз, после чего вставить фиксированную задержку и вывести сообщение о завершении обработчика.

## Ход работы.

В сегменте данных *DATA* содержится две переменных для хранения старого прерывания, содержавшегося по смещению *60h*, – *old\_seg, old\_ip.* Также в этом сегменте содержится *out\_msg* – сообщение, которое будет выводиться во время работы прерывания, *end\_msg* – сообщение, которое будет выведено после завершения работы прерывания.

*DATA SEGMENT*

*old\_seg dw 0;*

*old\_ip dw 0;*

*out\_msg DB 'Hello!$';*

*end\_msg DB 'End!$';*

*DATA ENDS*

В сегменте стека *AStack,* как и требуется по заданию, выделяется 1Кбайт памяти, то есть *DW 512.*

*AStack SEGMENT STACK*

*DW 512 DUP(?)*

*AStack ENDS*

В сегменте кода сначала определяется процедура пользовательского прерывания *CUSTOM\_INT.*

Сначала на стеке сохраняются значения регистров до входа в прерывание.

*push ax*

*push bx*

*push cx*

*push dx*

Для вывода сообщений используем функцию 9h, которая выводит на стандартное устройство вывода (например, на монитор) строку символов. Адрес строки предварительно записан в ds:dx. Строка должна ОБЯЗАТЕЛЬНО заканчиваться символом $ (24h), который не будет выведен в STDOUT.

*mov ah, 9h*

С помощью метки *print\_loop* строка из *ds:dx* выводится заданное в *cx* количество раз. С помощью прерывания *int 21h* происходит вызов функций *DOS*. Инструкция *loop* осуществляет работу цикла до тех пор, пока значение в *cx* не равно нулю. Параллельно при работе значение cx уменьшается на единицу.

*print\_loop:*

*int 21h;*

*loop print\_loop;*

Пауза после вывода строк реализуется при помощи прерывания *int 1Ah*, которое позволяет работать с таймером*.* С помощью mov ah, 0 получаем системное время. При вызове прерывания в регистре *bx* должна содержаться требуемая задержка (в тиках процессора). К требуемой задержке прибавляется текущее время в программе, которое прерыванием *1Ah* записывается в *cx, dx* (в *cx* – старшая часть значения).

*mov ah, 0;*

*int 1Ah;*

*add bx, dx;*

Далее в цикле происходит сравнение значения *bx* с текущим временем программы, если оно больше времени в *bx*, то производится выход из цикла. Инструкция *jg* позволяет выйти из цикла, переход на соответствующую метку происходит, если первый операнд больше второго. И при помощи прерывания *21h* происходит вывод строки, сообщающей о завершении работы прерывания. Оно хранится по адресу *ds:offset end\_msg.*

*cmp bx, dx;*

*jg pause;*

*mov dx, offset end\_msg;*

*mov ah, 9h*

*int 21h*

Далее перед выходом из прерывания восстанавливаются регистры из стека.

*pop dx*

*pop cx*

*pop bx*

*pop ax*

Также осуществляется выход из прерывания с помощью *20h* и *iret* – возврат из прерывания*.*

*mov al, 20h;*

*out 20h, al;*

*iret;*

Вызов прерывания происходит в процедуре Main.

Вначале объявляется значение регистров.

*push ds*

*sub ax, ax*

*push ax*

*mov ax, DATA;*

*mov ds, ax;*

С помощью прерывания *21h* получается прерывание, хранящееся по смещению 60h. Именно благодаря *35* мы получаем вектор прерывания по указанному после значения смещению. Старое прерывание сохраняется в переменных *old\_seg, old\_ip*.

*mov ax, 3560h;*

*int 21h*

*mov old\_seg, es;*

*mov old\_ip, bx;*

Далее также при помощи прерывания *21h* происходит запись по смещению *60h* нового прерывания *CUSTOM\_INT.*

*push ds*

*mov dx, offset CUSTOM\_INT*

*mov ax, seg CUSTOM\_INT*

*mov ds, ax*

*mov ax, 2560h*

*int 21h*

*pop ds*

Далее задаются значения регистров: в *ds:dx* должна лежать выводящаяся несколько раз строка, в *cx* – количество раз сколько нужно вывести строку, в *bx* – время задержки(в тиках процессора), в  *ds:offset* – сообщение о завершении.

*mov dx, offset out\_msg*

*mov cx, 10h*

*mov bx, 36h*

*int 60h*

После вызова нового прерывания происходит восстановление старого прерывания и выход из программы. CLI – cброс флага прерывания. STI – установка флага прерывания.

*CLI*

*push ds*

*mov dx, old\_ip*

*mov ax, old\_seg*

*mov ds, ax*

*mov ax, 2560h*

*int 21h*

*pop ds*

*STI*

Исходный код программы см. в приложении.

## Тестирование.

1. При вызове прерывания заданы следующие регистры:

ds:dx out\_msg (где out\_msg – это «Hello!»)

cx = 05h (количество повторов выводимых сообщений – 5, переведённое в 16-ричную систему счисления)

bx = 72h (время задержки в тактах процессора)

ds:offset end\_msg (где end\_msg – это «End!»)
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Рисунок 1 – работы программы согласно пункту 1.

1. При вызове прерывания заданы следующие регистры:

ds:dx out\_msg (где out\_msg – это «Hello!»)

cx = 09h (количество повторов выводимых сообщений – 9, переведённое в 16-ричную систему счисления)

bx = 36h (время задержки в тактах процессора)

ds:offset end\_msg (где end\_msg – это «End!»)
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Рисунок 2 – работа программы согласно пункту 2.

## Вывод.

В ходе выполнения лабораторной работы изучены виды прерываний и работа с ними. В соответствие с заданием создано собственное прерывание. Написана программа, выводящая строку заданное количество раз, после выставляющая задержку на заданное время и выводящая завершающее сообщение.

# ПРИЛОЖЕНИЕ.

Исходный код программы.

DATA SEGMENT

old\_seg dw 0;old interruption 60h

old\_ip dw 0;old interruption 60h

out\_msg DB 'Hello!$';message all interruption

end\_msg DB 'End!$';message end interruption

DATA ENDS

AStack SEGMENT STACK

DW 512 DUP(?)

AStack ENDS

CODE SEGMENT

ASSUME CS:CODE, DS:DATA, SS:AStack

CUSTOM\_INT PROC FAR;user interrupt procedure

;storing registers

push ax

push bx

push cx

push dx

mov ah, 9h;print string cx times

print\_loop:

int 21h;calling the DOS function manager

loop print\_loop;loop while cx != 0 cx = cx - 1

;pause

mov ah, 0;buffer adress

int 1Ah;work with timer

add bx, dx;add to the required delay current time in program

pause:

mov ah, 0

int 1Ah

cmp bx, dx;compare bx and current programm time

jg pause; bx > dx

;printing end message

mov dx, offset end\_msg;end\_msg output

mov ah, 9h

int 21h

;restoring registers

pop dx

pop cx

pop bx

pop ax

;return

mov al, 20h;end programm

out 20h, al;output data

iret;return from interruption

CUSTOM\_INT ENDP

Main PROC FAR

push ds

sub ax, ax

push ax

mov ax, DATA; ax = DATA

mov ds, ax; ds = ax

;storing old int

mov ax, 3560h;give interrupt 60h vector

int 21h

mov old\_seg, es;old\_seg = es

mov old\_ip, bx;old\_ip = bx

;setting custom int

push ds

mov dx, offset CUSTOM\_INT

mov ax, seg CUSTOM\_INT

mov ds, ax

mov ax, 2560h

int 21h

pop ds

;setting registers according to custom int manual

mov dx, offset out\_msg

mov cx, 09h;number of messages

mov bx, 36h;delay in ticks of process /seconds/

int 60h

;restoring old int

CLI;resetting the interrupt flag

push ds

mov dx, old\_ip

mov ax, old\_seg

mov ds, ax

mov ax, 2560h

int 21h

pop ds

STI;set interrupt flag

ret

Main ENDP

CODE ENDS

END Main